1. **Abstract**

Inversion Count for an array indicates – how far (or close) the array is from being sorted. If array is already sorted then inversion count is 0. If array is sorted in reverse order then inversion count is the maximum. Formally speaking, two elements a[i] and a[j] form an inversion if a[i] > a[j] and i < j.

1. **Problem description**,

The file “IntegerArray.txt” included in this project folder contains all the

100,000 integers between 1 and 100,000 (inclusive) in some order, with no

integer repeated. The task is to compute the number of inversions in the file

given, where the i-th row of the file indicates the i-th entry of an array. Because

of the large size of this array, we should implement a divide-and-conquer

algorithm.

1. **Algorithm (pseudocode)**,

Function conquer(array, A, B)

i = 0

j = 0

k = 0

counter = 0

While i < length of A and j < length of B

If A[i] <= B[j]

array[k] = A[i]

i++

k++

End if

Else

array[k] = B[j]

j++

k++

counter += (length of A) - i

End else

End while

Return counter

End function

Function divide(array)

Inversion = 0

If length of array > 0

mid = (length of array ) / 2

A = sub array of array from left to mid

B = sub array of array from mid + 1 to right

Inversion = Inversion + divide(A

Inversion = Inversion + divide(B)

Inversion = Inversion + conquer(array, A, B)

End if

Return Inversion

End function

Function main()

Read array of integer from file

Call divide function

Print number of inversion

Write array of integer to file

End function

1. **Implementation details**,

**import** sys  
**import** time  
  
*# increase the maximum recursion depth*sys.setrecursionlimit(10000)  
  
  
**def** conquer(array: [], tmp: [], left: int, mid: int, right: int) -> int:  
 *"""  
 conquer step, collect all result* **:param** *array: array of integer* **:param** *tmp: temporary array* **:param** *left: left index* **:param** *mid: mid index* **:param** *right: right index* **:return***: number of insertion  
 """* count = 0  
 ll = left  
 mm = mid  
 tt = left  
  
 *# until reaching one of 2 ending* **while** ll < mid **and** mm <= right:  
 *# a[i < a[j], no rul is broken* **if** array[ll] <= array[mm]:  
 tmp[tt] = array[ll]  
 tt += 1  
 ll += 1  
 **pass  
 else**:  
 *# a[i] > a[j] , j > i* tmp[tt] = array[mm]  
 tt += 1  
 mm += 1  
 *# sum up the* count += mid - ll  
 **pass  
 pass** *# copy the rest to tmp array* **while** ll < mid:  
 tmp[tt] = arr[ll]  
 tt += 1  
 ll += 1  
 **pass** *# copy the rest to tmp array* **while** mm <= right:  
 tmp[tt] = arr[mm]  
 tt += 1  
 mm += 1  
 **pass** *# copy tmp arry to the array* ll = left  
 **while** ll <= right:  
 array[ll] = tmp[ll]  
 ll += 1  
 **pass  
  
 return** count  
 **pass  
  
  
def** divide(array: [], tmp: [], left: int, right: int) -> int:  
 *"""  
 divide array and collect insertion number* **:param** *array: the array* **:param** *tmp: the temporary array* **:param** *left: left index* **:param** *right: right index* **:return***:  
 """* count = 0  
 **if** left < right:  
 *# get mid index* mid = int((left + right) / 2)  
  
 *# work on left sub array* count += divide(array, tmp, left, mid)  
 *# work on right sub array* count += divide(array, tmp, mid + 1, right)  
  
 *# collect the rest of insertion while merging 2 sub arrays* count += conquer(array, tmp, left, mid + 1, right)  
 **pass  
 return** count  
 **pass  
  
  
def** inversion\_count(array: []) -> int:  
 *"""  
 count number of inversion* **:param** *array: the array* **:return***: number of inversion  
 """  
 # temporary array* tmp = [**None**] \* len(array)  
  
 *# call the function* **return** divide(array, tmp, 0, len(array) - 1)  
 **pass  
  
  
if** \_\_name\_\_ == **'\_\_main\_\_'**:  
 *# read file line by line  
 # then convert each line to an integer* arr = [int(line.rstrip(**'\n'**)) **for** line **in** open(**'IntegerArray.txt'**)]  
 *#arr = [2, 4, 1, 3, 5]  
 # print result* start\_time = time.time()  
 print(**'inversion count:'**, inversion\_count(arr))  
 print(**"Running time: %s seconds"** % (time.time() - start\_time))  
  
 *# sorted array is saved in output.txt* **with** open(**'output.txt'**, **'w'**) **as** output:  
 **for** item **in** arr:  
 output.write(**"%d\n"** % item)  
 **pass  
  
 pass**

1. **Running results and analysis**,
   1. Result

![Running result](data:image/png;base64,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)

* 1. Analysis
     1. The running time is O(n logn)
     2. The naive algorithm uses O(n2), divide and conqueror algorithm O(n logn) with the help of merge sort algorithm
     3. The worst case scenario takes 25000000000 inversion, n(n - 1) / 2

1. **Conclusions on what you have learned in the project**,
   1. I’ve learned a lot of thing in the project,
   2. I know how to work on recursive call better
   3. I know how to thing like the computer does
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